Name : Abdul Rehman Section :B

Course : AI&ES Roll No : CT-22052

---------------------------------------------------------------------------------------------------------------------  
 **Task 1:**graph = {

    'A': ['B', 'E'],

    'B': ['F'],

    'C': ['G'],

    'D': ['E', 'H'],

    'E': ['A', 'D', 'H'],

    'F': ['B', 'G', 'I', 'J'],

    'G': ['C', 'F', 'J'],

    'H': ['D', 'E', 'I'],

    'I': ['F', 'H'],

    'J': ['F', 'G']

}

def bfs\_connected\_component(graph, start):

    # keep track of all visited nodes

    explored = []

    # keep track of nodes to be checked

    queue = [start]

    # keep looping until there are nodes still to be checked

    while queue:

        # pop shallowest node (first node) from queue

        node = queue.pop(0)

        if node not in explored:

            # add node to list of checked nodes

            explored.append(node)

            neighbours = graph[node]

            # add neighbours of node to queue

            for neighbour in neighbours:

                queue.append(neighbour)

    return explored

print(bfs\_connected\_component(graph, 'A'))

**Output:**![](data:image/png;base64,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) **Task 2:**graph = {

    'A': ['B', 'C', 'E'],

    'B': ['A', 'D', 'E'],

    'C': ['A', 'F', 'G'],

    'D': ['B', 'E'],

    'E': ['A', 'B', 'D'],

    'F': ['C'],

    'G': ['C']

}

from collections import deque

def bfs\_shortest\_path(graph, start, end):

    queue = deque()

    queue.append((start, [start]))

    visited = set([start])

    while queue:

        node, path = queue.popleft()

        if node == end:

            return path

        for neighbor in graph[node]:

            if neighbor not in visited:

                visited.add(neighbor)

                queue.append((neighbor, path + [neighbor]))

print("Shortest path from G to D:", bfs\_shortest\_path(graph, 'G', 'D'))

**Output:**![](data:image/png;base64,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) **Question # 1:**

**(a)**graph = {

    '1': ['2', '3', '4'],

    '2': ['1', '3', '4'],

    '3': ['1', '2', '4'],

    '4': ['1', '2', '3', '5'],

    '5': ['4', '6', '7', '8'],

    '6': ['5', '7', '8'],

    '7': ['5', '6', '8'],

    '8': ['5', '6', '7']

}

from collections import deque

def bfs(graph, start):

    queue = deque([start])

    visited = set([start])

    while queue:

        node = queue.popleft()

        print(node, end=" ")

        for neighbor in graph[node]:

            if neighbor not in visited:

                visited.add(neighbor)

                queue.append(neighbor)

print("BFS from '1':")

bfs(graph, '1')

**Output:**![](data:image/png;base64,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) **(b)**def find\_all\_paths(graph, start, end, path=[]):

    path = path + [start]

    if start == end:

        return [path]

    all\_paths = []

    for neighbor in graph[start]:

        if neighbor not in path:

            new\_paths = find\_all\_paths(graph, neighbor, end, path)

            for p in new\_paths:

                all\_paths.append(p)

    return all\_paths

print("All Paths from '1' to '6':")

paths = find\_all\_paths(graph, '1', '6')

for p in paths:

    print(p)
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 (c)   
from collections import deque

def bfs\_shortest\_path(graph, start, end):

    queue = deque([(start, [start])])

    visited = set([start])

    while queue:

        node, path = queue.popleft()

        if node == end:

            return path

        for neighbor in graph[node]:

            if neighbor not in visited:

                visited.add(neighbor)

                queue.append((neighbor, path + [neighbor]))

print("Shortest Path from '1' to '6':", bfs\_shortest\_path(graph, '1', '6'))

**Output:**![](data:image/png;base64,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) **Question # 2:**

**(a)|**graph = {

    'A': ['B', 'C', 'D'],

    'B': ['A', 'E'],

    'C': ['A', 'F'],

    'D': ['A', 'E', 'G'],

    'E': ['D', 'B', 'G'],

    'F': ['C', 'G'],

    'G': ['F', 'E', 'D'],

}

# part a

from collections import deque

def bfs(graph, start):

    queue = deque([start])

    visited = set([start])

    while queue:

        node = queue.popleft()

        print(node, end=" ")

        for neighbor in graph[node]:

            if neighbor not in visited:

                visited.add(neighbor)

                queue.append(neighbor)

print("BFS from 'A':")

bfs(graph, 'A')

**Output:**![](data:image/png;base64,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)

**(b)**def find\_all\_paths(graph, start, end, path=[]):

    path = path + [start]

    if start == end:

        return [path]

    all\_paths = []

    for neighbor in graph[start]:

        if neighbor not in path:

            new\_paths = find\_all\_paths(graph, neighbor, end, path)

            for p in new\_paths:

                all\_paths.append(p)

    return all\_paths

print("All Paths from 'A' to 'G':")

paths = find\_all\_paths(graph, 'A', 'G')

for p in paths:

    print(p)

**Output:**![](data:image/png;base64,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) **(c)**def bfs\_shortest\_path(graph, start, end):

    queue = deque([(start, [start])])

    visited = set([start])

    while queue:

        node, path = queue.popleft()

        if node == end:

            return path

        for neighbor in graph[node]:

            if neighbor not in visited:

                visited.add(neighbor)

                queue.append((neighbor, path + [neighbor]))

print("Shortest Path from 'A' to 'G':", bfs\_shortest\_path(graph, 'A', 'G'))

**Output:  
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